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ABSTRACT

The development of programming language has long not been driven by pedagogical requirements of novice

programmers. Language designers are normally domain experts and they generally neglect problems faced

by novice programmers in the language design process. In this research, we highlight different pedagogical

approaches used by many schools of thought. We highlight the pros and cons of these approaches, and find

imperative first object later approach is most suitable for novice programmers.
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1 INTRODUCTION

As the discipline of Computer Science emerged the importance of computer programming became
even more pertinent, as it is considered that learning computer programming is an essential skill that must be
mastered by all the students of this domain [27]. Most of the introductory CS courses primarily focused on
problem solving skills throughout the history. In this context, there has always been an ongoing debate over
the selection of a first programming language for introductory programming course [21][31][11][13]. The
language chosen for the introductory course in computer programming is generally referred to as a First
Programming Language (FPL).

The first programming language is regarded as a crucial factor in a student’s subsequent progress in the
discipline. As discussed by Howell et al. [4] and Stephen et al. [7], the purpose of first programming
language is to provide conceptual knowledge for the ‘understanding of programming constructs’ and
strategic knowledge to describe the ‘abilities of problem decomposition and specification’. Furthermore, in
terms of teaching, the first programming language should be easy to learn with a small learning curve. This
will help the students to balance the learning while improving their problem solving skills [2][8].

For introductory programming courses selection of programming language normally has long been depends
on faculty consensus, evaluation, and industrial demand. This process has increasingly gone unmanageable when
faculty, students, language options, industrial demands, and disciplines in education grows.

Similarly, as the languages are evolving the quantity of stuff is increasing, but the credit hours in
courses are not. So, the students are overburdened, especially if they have no prior programming experience,
which ultimately results into student abrasion. Therefore, the selection of an appropriate programming
language for an introductory course in computer programming requires serious attention, as Bjarne
Stroustrup states, “the choice of a first language is always controversial” [31][37].

In this work we intend to focus on finding the criterion for choosing an appropriate first programming
language for the disciplines of Computer Science and Information Technology. We intend to analyze the
existing work and figure out the dimensions in which this problem has been addressed. We argue that this
will help us composing a fairly comprehensive set of multi-dimensional criterion for the evaluation of an
appropriate first programming language. This inherently triggers the question for the selection of most
suitable introductory programming language from the existing languages. Therefore, we look forward to
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incorporate a quantitative scoring function to measure the strength of any language as a healthy FPL, which
in turn, will help us choosing most suitable existing programming language. We also plan to improve the
most suitable existing FPL so as to increase its conformance to the already defined criterion. Lastly, we also
plan to build pedagogical tools for students and teachers, which will increase the productivity of a novice
programmer, and may help the instructors in teaching activities.

2 RELATED WORK

First Programming language or an Introductory Programming Language has been discussed in the
literature in different dimensions [17]. Some researchers have proposed new programming environments for
learning computer programming. These environments are focused on learning computer programming
interactively. Karel [30], Alice [23][16], BlueJ[15] some examples of such environments. This facet of
research work on FPL addresses the pedagogical aspects related to the FPL, where the discussion mainly
revolves around teaching methodologies [41]. The main teaching approaches which have been discussed in
the literature are object first, object first imperative later, and imperative first object later [21][23][27][14].

On the other hand, many researchers have proposed methods and criteria for evaluating programming
languages as an appropriate FPL [6][32][[6][39]][40]] . Some have focused on comparative analysis of the
suitability of existing languages as FPL. Lastly, another branch deals with the investigation of the suitability
of an existing programming language as a first programming language [12][5][18][19][39][40].

3 Pedagogical approaches

Many efforts have been made to address the pedagogical issues related to introductory programming
languages [17]. These approaches relate languages for teaching programming using, Mini language
approach, top-down or object-first approach, object first imperative later, bottom-up or imperative first-
object later approach, functional first and pseudo language approaches [23][17][16]. Figure 1 shows
pedagogical approaches followed and approved by different universities and faculty members.

Pedagogical Approaches
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Figure 1 pedagogical approaches of first Programming languages
3.1 Mini Language Approach

In an effort to help novices to learn programming several Mini languages have been developed [22].
Here Mini language term is used for languages that use some actor (turtle or robot) which performs different
operations in a micro-world using some predefined commands. The main purpose of such approaches is to
help the novice programmers learn programming with ease[28]. Logo (the turtle) [10] was the first Mini
Language.

There are a number of mini-languages which were directly encouraged by Karel and use several of its
features: Martino [18] and Marta [23] in Italy, Darel[24] in Australia and Karel-3D [25] in Slovakia.
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Strengths:
Learn programming using a visual interface with actor (Robot), which mainly help the students to learn the
use of functions, and program flow (conditions, loops etc.).
Weaknesses:

All these languages have a common drawback that they do not have the concepts of variables and
parameter passing. Thus, they fail to impart actual programming concepts to the students[26].

3.2 Object First Approach

Another approach related to teach first programming language is called the object first approach which
is also referred to as top-down approach in which major focus is on modularization, encapsulation,
reusability, recursion, creating, manipulating objects and classes [22][23][25]. Object first approaches are
based on systematic software engineering.

The object First approach recommended by researchers at, Marsk Institute at the University of
Southern Denmark and Monash University Melbourne, Australia. They developed BlueJ environment for
visualizing objects and classes for learning object oriented concepts. The BlueJ environment helps the
students to create interesting and fun applications, which enables them to master the basic concepts of the
object-oriented approach in early stages of their course-work.

Strengths: Certainly object first approach helps the students to understand the strong concepts of
reusability, encapsulation, information hiding, association, inheritance, polymorphism related to object
oriented paradigm in early stages.

Weaknesses:Ragonis and Ben-Ari [31] used BlueJ to investigate the learning of object-oriented
programming by high school students over the course of an academic year. They found that, while Bluel
helped students understand object-oriented programming concepts, it did not help them understand the
overall execution (or “flow”) of a program. These finding suggest that the students were unable to trace the
program’s source code, an ability required to understand its execution. There is no concept of main (client
program) in Bluel, and the students trained through Bluel did not even know how to run program using
main.

3.3 Object First/ Imperative Later Approach

Dann et al. [25] introduced another variant of the object first approach, Alice (a character in Alice's
Adventures in Wonderland). It supports either an “objects-first” or an “objects-early” and imperative
approach for teaching Object-oriented programming. Alice [29] is a 3D environment in which students can
build virtual worlds without writing source code using the drag and drop options. This results into low
syntax errors and enhances programming skills without writing any code. Alice users also suffer the same
experiences as reported by users of BlueJ. Powers, Ecott, and Hirshfield[30] apply Alice approach to teach
programming suggested in “Learning to Program with Alice” by [31] in which they deferred to introduce
variables late in Alice course.

Strength: Alice advocates believe that blending traditional problem-solving techniques with
Hollywood-style storyboarding will enable students to readily create compelling object-based programs,
thereby improving motivation, reducing attrition, and smoothing the road to learning professional object-
oriented languages such as C++ or Java [1][25].

Weakness: The major drawback is that students are unable to grasp the concepts and usage of
variables which makes difficult to learn the parameter passing concepts [16][18].

3.4 Imperative First/ Object Later Approach
The most widely used approach for teaching computer programming is imperative first/ object later
approach. This approach involves object oriented, object based, and structural programming languages.

Most of the universities which follow this approach span the computer programming course in two
semesters. Here, in the first semester the students are taught imperative concepts (such as variables,
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selection, assignment, expression, loops and functions) which are followed by programming using object
oriented paradigm, in the next semester.

Strengths:
This is most widely used classical approach in many universities due to following advantageous features:
i) Compatible with von Neumann architecture.
ii) Its more natural to solve problem with procedural instructions (i.e. loops, selection,
assignment, expressions and variables) and decompose a problem into set of functions/procedures
iii) Solve problems with high level abstraction called objects.
iv) Most of third and fourth generation High level Languages support these concepts.
Weaknesses:
i) It introduces the concepts of reusability, modularization, and recursion in later stages.
ii) Highly depends on general purpose programming language.
iii) Generally, the teachers focus more on teaching the syntax of the language in the first

semester, instead of teaching the problem solving skills.

3.5 Functional First Approach

The functional-first approach introduces formal computational concepts with a simple functional
syntax, such as Scheme [32], SML [33], Haskell [34]. The approach was named “functional first” in the
ACM 2001 curriculum [9]. This approach requires the knowledge of lambda calculus. The advocates of this
approach claim that such languages help the students implementing computationally non-trivial problems
from the first day.

Strengths:
i) The syntax of functional languages is closely related to the core issues in computability
which will enhance problem solving skills.
ii) Several important concepts such as data structures, map, sets, sequence, recursion, and

functions, formally appears in this domain and covered a lot earlier in the curriculum.
Weaknesses:

i) The students may respond hesitantly to learning a language that is external of the
conventional programming languages.
ii) This approach naturally requires students to think much formally at an early phase as

compared to the traditional programming languages.

3.6 Pseudo Language Approach

Another approach is pseudo language approach defined by educators in CS Community. Pseudo
languages are typically subsets of existing mainstream programming languages with some extra features, in
order to teach the basic programming concepts [27]. The idea of a pseudo language is to create code with as
simple syntax as possible. So a student can pay more attention on learning programming concepts and
problem solving skills instead of learning typical syntax.

MiniJava falls under the category of pseudo language. MiniJava removes inner classes, do-while,
Continue, break, and switch statement. It reduces larger set libraries from 700 classes to 17 only. Console
window expressions like Lisp, console class for input/output, program and graphics program classes and
primitive type as objects introduced as enhancements in MiniJava.

Strengths:
i) Learning a subset of the language allows a somewhat moderate learning curve, providing
time for the learner to absorb and build knowledge incrementally.
Weaknesses:
i) This approach has not been so popular for the reason that there are some extra features

which do not belong to the core language. This requires a new compiler implementation which
deviates from the main objective of learning the language.
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4 Language Evaluation and Suitability

The selection of a programming language for pedagogical purposes is often viewed as a tedious job
because there is no well defined established technique for performing the evaluation. However, the choice of
a programming language for introductory computer science course has severe educational repercussions
[35]. With the increase in the number of programming languages, the number of faculties, and students, the
selection of most suitable introductory programming language is becoming increasingly cumbersome [36].

The problem of language selection and suitability has been discussed in different dimensions, which
involve the cross comparison of existing languages in terms of their suitability as introductory programming
languages [36][12], whereas, some people have proposed evaluation methods for the suitability of a
programming language [13][5][20][21].

4.1 Formal Evaluation Creation/processes

Formal evaluation programs for the assessment of programming languages are few and far between,
and most evidence gathered is anecdotal in nature. Some approaches have been proposed to evaluate the first
programming language, for instance, Parker et al. compiled a list of criteria for introductory programming
courses at universities [15]. However, this criterion has not been discussed with technical details of the
involved measures, which can be useful for scoring purpose.

Gupta [14] discussed requirements for programming languages for beginners. He has done a thorough
requirement analysis for an appropriate first programming language. In his work, he presents technical and
environmental requirements for an appropriate programming language. However, there is no formal
assessment mechanism devised for the evaluation of the language for its suitability as an introductory first
programming language.

5 Conclusion

As discussed in Section 3, we have conducted a preliminary survey of the literature pertaining to the
pedagogical approaches and language evaluation and assessment. In our opinion imperative first and object
latter approach is good for novice with some healthy programming tool. We can start programming using
this approach from school level to university level. The functional first approach is not recommended
because it requires too much mathematical background from novices, which is not possible in the early stage
of novices who have not enough mathematical background. Mini language approach is good for starting
stage, but it lacks proper conceptual programming, transition to other languages are very tedious after using
this approach.
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